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Type Inference and Type Checking for JavaScript Strict Mode

Using Hindley Milner Algorithm W Combined with Abstract Interpretation
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a) Sample Listing b) Executing the Sample Listing Causes
a Runtime Error

Initial memory usage 40.06640625
./this-bindin
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Error: Type inference failure: Potential null pointer

when” accessing  prop ert{ messages on null or not
initialized object of type undefined.

Output of Static Analyzing the Sample Listing with the
Developed Checker

In recent years, the popularity of JavaScript drastically increased and became
a general-purpose language. However, the tool support for program verification
is scarce due to the dynamic nature of JavaScript that is hard to be covered
using static analysis. Existing verification tools are either limited to simple bug
patterns, are based on a super or subset of JavaScript, or only support
outdated JavaScript versions.

This work introduces an algorithm for type inference and type checking of
JavaScript code written in strict mode. This algorithm combines the Hindley-
Milner Algorithm W with abstract interpretation. The type system used is
unsound, as the precision of type inference diminishes for reflection-like code
that is mainly found in frameworks or libraries.

The defined algorithm has been implemented and is compared to competing
type checkers. The evaluation results show that the presented type inference
algorithm is precise for a majority of programs. It provides a valuable feedback
to programmers if combined with type checking.



